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The segment
rudd>Multics>1Ib>e>convert_date_to_bInary_
contains an improved version of the multics time conversion program. The program is upwards compatible with the old program, except for the unusual cases documented below. In addition, many new features have been added. If you encounter any other differences between the old and new versions, or if you have comments on the changes, please contact GOixon.PDO on the MIT Multics. Because the old program is installed in the Standard Service system along with such commands as date_time and memo, the new program must be initiated expllcitix to be used, preferably early in your start_up.ec.

## New Eealuces

1) Negative offsets may be used (eg, -4 days, -3 months). The order in which offsets are applied can affect the resultant clock value. For example, does 10/1-1 day +1 month
produce a clock value for 10/30/74 or 10/31/74? The answer is 10/31/74, because offsets are applied in the following order:
day-of-week offset
year offset
month offset
weak offset, day offset, hour offset, second offset
If the application of a month offset would result in a non-existent cate (eg, January 31, $1972+1$ mont hl, then the last day of the month is used, taking leap years into account (in this case, February 29. 1972).
2) A aay-of-the-weer offset value may be speciflea, instead of a specific day of the week, by using the new form:
next day-of-the-week
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For example.
[date 10/31 Monday 〕
returns an error if the next october 31 coes not fall on a Monday, out
[date 10/31 next Monday]
returns the date of the next Monday after October 31. Both a specific day of the week, and a day-of-the-week offset may: be given in the same dateltime stoing. Note that, in 1245. Monday next Tuesday

Monday would normally be interoreted as a day-of-the-week offset since no speciflc date was glven. However. "next Tuesday' overrides Monday in thls case.
3) Year offsets may be used (eg, -2 years, 3 years).
4) The abbreviations for the offset values second minute hour day week month year
may be specifled as:
sec min hr ca wk mo yr
5) A complete date nay be specifiedin a new form: year-of-century-month.day
For example, 75.12.31
6) Times of the forn: hhmam may now include up to seven digits of fractional minutes. For example: 2359.9999999
7) Spaces are no longer required between alphabetlc and numerlc fields in the date/time string, although they must still be suppliea between two numeric fields, unless the second fleld begins with a plas $(+)$ or minus $(-)$ sign. For example:

2 days 4 hoursiuminutes
1245.1747hours

10/17/74Thursday
8) Unaerscores may be used instead of spaces in the dateftime string.
9) PL/I is used to convert the numeric strings to numbers, so numbers may be signed, but may not include any spaces between the sign and digit, or between digits.
10) The names of acceptable time zones are now obtalned from a separate data base currentiy called time_table_le instead of being coded into convert_date_to_binary_. The current time_table_ incluaes those zones defined by the old version of convert_date_to_binary_.
11) The new program ases three new subroutine entry polnts in pertorming the conversion. These are:
encode_clocr_value
encode_clock_value_\$offsets
decode_clock_value_\$date_time
These new subroutine entry points may provide an easier-to-use interface which programs can use to perform specific cateftime functions (such as, get me a clock value for 7 days from nowl. The Interfaces are described below.

Changed Eearures

1) The abbreviations hou (for hourl and wee (for week) may no longer be used.
2) A dateftime string of the form:
"2400. mm/dj/yy day-of-week"
was and still is mapped into a string of the form:
"0000. mm/dati/yy day-of-wees"
since a time of 2400 . Ls technically lilegal but is often usea. The new version requires that mm/adti/yy fall on the specifled day-of-week. Thus, the command:
date_tlme 2401 . 10/15/74 wed
returns
10/16/74 0001.0 edt Wed
as one would expect. The old program required that mm/ddyy fall on the speclfieo day-of-the-week.
3) The string
$1245.10 / 17 / 74$
used to be Interoreted as 1245.0 10/17/74
but is now in error.
Examoles
4) The last day of this month can be printea by: aate [month]/1 1 month -1 day
5) Yesterday
date -1 day
31 Five hours ago time - 5 nours
6) Election day ate $10 / 31$ vext Moncay +1 day

Name: encode_clock_value_
This proceaure computes a clock value from absolute date/time specifications, or from an input clock value and date/time offset specifications. A Multics clock value is a number of micro-seconds from January 1, 1901 0000.0, Greenwich Mean Tlme (GMT).

Entry: encoce_clock_value_sencode_clock_value_
This entry point creates a Multics clock value from absolute date/tine speciflcations. An absolute date is a month number (1-12), day number (1-31), and year number (1901-1999). An absolute time is an hour number (0-23), minute number (0-59), and second number (0-59), a number of micro-seconds, and one of the time zones listed in time_table_\$zones, or a null character string to specify the current time zone (sys_infostime_zone). All dates and times mast be valid (eg, 2/29/73 ls not a valld date, ano 24:00:00 is not a valid timel. Also, a day-of-week number (1=Mon, .... $7=$ Sun) may be specified. If the day-of-week computed from the date/time speciflcations does not equal the speciflea day-of-week, a conversion error ls returned.

## Usage

dcl encode_clock_value_ entry (fixed bin, fixed bin, fixed bin, fixed bin, flxed bin, fixed bin, fixed bin(7il, fixed bln, char(3), flxed bin(71), fixed bin(35));
call encode_clock_value_ (month, day, year, hour, minute, seconc, micro_secona, day_of_week, zone, clock, codel;


## Entry: encode_clock_value_soffsets

Thls entry point creates a new Multics clock value by adusting an input clock value to a specifled day-of-week and then adding relative tate/time offsets. If the day-of-week is zero, $\quad 0$ day-of-weer adusting is performed. The relative dateftime values inclade a year offset, month offset, day offset, hour offset, minute offset, second offset, and micro-second offsef. Any of these values may de positive, zero $\begin{aligned} & \text { no offset }\end{aligned}$ from input clock value) or negative lbackwards offset from indut clock valuel. In adalition, an input time zone is specifled which may be any of the time zones In time_table_\$zones, or may be a null string lndicating the current time zone (sys_lnfostlme_zone). The order of apolying offsets can affect the resultant clock value. In all cases, the order reaulred by convert_date_to_binary_ has been used. The order is as follows:

1) decoce the lnout clock value lnto absolute date/tlme values specified in terms of the lnout time zone. this zone may affect the day-of-week represented oy the input clock value, and hence, may affect any day-of-week offset adustment.
2) apply any day-of-we ek offset by adding days to the absolute date until the day-of-week represented by the decoded clock value equals the soecifled day-of-week.
3) apply any year offset to the decoded clock value.
4) apply any month offset to the decoded clock value. If applying the month offset results in a non-existent date leg, "Jan 31 months" would viela April 31), then use the last day of the month (taking leap years into account) instead.
5) apoly the day offset, hour offset, minute offset, second offset, and micro-second offset.
6) encode the resultant absolute date/tlme specification into the output clock value.

## Usage

acl encode_clock_value_sofisets entry (fixed bln(7i),
fixec bin, fixea bin, flxea bin, fixed bin, flxea bin, fixed bin, fixea bin(7i), fixed oin, char(3), fixea bin(71), fixed bin(35));
call encode_clock_value_\$offsets (in_clock, month_offset, day_offset, year_offset, hour_offset, minute_offset, second_offset, micro_second_offset, day_of_week_offset, zone, out_clock, coal);

1) in_clock is the clock value to which the offsets are
2) montn_offset
to be apolled. (In)
3) alay_offset
4) year_offset
is an offset, in months. (In)
is an offset, in days. (In)
5) nour_offset
is an offset, in years. (In)
6) minute_offset
is an offset, in hours. (In)
is an offset, in minutes. (In)
```
7) second_offset is an offset, in seconds. (In)
8) micro_second_offset is an offset, In micro-seconas. (In)
9) aay_of_week_ofiset ls a day-of-the-week offset. (In)
                    IO = no day-of-the-week offset.)
    (1 = Mon, ..., 7 = Sun)
10) zone is a time zone to oe used in applying the
offsets, or a null character string. (In) If
ndil, the current time zone is output. (Out)
is the resultant clock value. (Out)
11) out_clock il code is an error code. (out)
```

END

Name: cecode_clock_value_
Given a multics standara calander clock value. decode_ $\mathrm{clock}_{\text {_ }}$ value_ will decode this value into a date and time value.

Eatcy: aecode_clock_value_sdecode_clock_value_
This entry point returns the month, day of the month, the year, the time of day, and the day of the week represented by a Multics standard calendar clock value. In additiong the current time zone, used in the calculation, is returned.

## Usage

declare decode_clock_value_ entry (fixed bin(7i), fixed bin, flxed bin, fixed bin, fixed bin(7i), fixedoln, char(3), fixea bin(35)):
call decoae_clock_value_ (clock, month, day, year, time, day_of_week, zonel;

1) clock is the clock value to be decode. It must represent a date within the 20 th Century. (In)
2) month is a month number (January = 1, December = 12) (Out)
3) day is the number of a day of the month. (outl
4) year is the number of a vear (e.9, 1973). (Out)
5) time 15 the time of day, in micro-seconds since mianight. (output)
6) day_of_week is the number of a day of the week (Monday $=1$, Sunday $=7$ ). (Out)
7) zone is the current time zone, in whlch the date and time numbers are expressed. (Out)

Entex: decode_clock_value_sdate_time
This entry point returns the month, day of the month, the year. the hour of the day, the mlnute of the hour, the second of the minute, the mic~o-seconds of the second, and the day of the week represented by a Multics standard calendar clock value. The caller may specify one of the time zones in the time_table_ In which the decoded clock value is to be expressed, or may reauest that the value be expressed in the current time zone.

पsage
ceciare decode_clock_value_\$date_time entry (fixec bin(7i). fixed bin, fixed bin, fixed bin, fixed bin, fixed bin, fixed bing, fixed bin(71), fixed oin. char(3));
call decode_clock_value_sdate_time (clock, month, aay, year, hour, minute, second, mlcro_second, day_of_week, zone, codel;

| 1) | clock | is the clock value to be decoded. (In) |
| :---: | :---: | :---: |
| $2)$ | month | is a month number (January = 1. December = 12). (Out) |
| 31 | a ay | is the number of a cay of the month. (out) |
| 4) | year | is the number of a year. (out) |
| 51 | nour | is the number of an hour of the day (midnight $=0$, noon |
|  |  | = 12, 11 PM = 23). (0ut) |
| 6) | minute | is the numbar of a minute of the hour. (out) |
| 71 | second | is the number of a second of the hour. (outl |
| 8) | micro.s | seconá |
|  |  | is the number of micro-seconds in excess of a second. (Out) |
| 9) | day | week |
|  |  | is the number of the day of the week. (out) |
| 101 | zone | Is the character string aboreviation of one of the time |
|  |  | zones in the time_table_. The decoded clock value is |
|  |  | to be expressed in this time zone. (In) |
|  |  | If the zove character string is a blank stringo then |
|  |  | the clock value is expressed in the current time zone. |
|  |  | and the character string aboreviation for that zone is |
|  |  | returned. (out) |
| 11) | code | is one of the following status codes. (out) |
|  | 0 | the clock volue was decoded successfuliy. |
|  | error_ | _table_\$unknown_zone |
|  |  | the time zone specifled by the caller was not found in |
|  |  | the time_tajle_. |
|  | gca_er | rror_table_\$3ad_clock_value <br> the clock value to be decoded did not ile within the |
|  |  | 20 th Century. |

Note
If the clock value given
decode_clock_value_\$decode_clock_value_ does not lie within the
$20 t h$ century, then zero values will be returned for the the
month, day, year, time, and day of the week, and a blank time
zone will be returned.

END

